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Abstract—The means of software reuse is copying and modifying block of code that detect cloning. As a survey, it is observed that 20-30% of module in system may be cloned. So it is mandatory to detect clones in system to reduce replication and improve reusability.

Code clone is similar or duplicate code in source code that is created either by replication or some modifications. Clone is a persistent form of Software Reuse that effect on maintenance of large software. In previous research, the researcher emphasis on detect type 1, type 2, and type 3 of type of clones. The existing code clone detection tools are used to detect clone in source code. In this research, the enhancement in code clone detection algorithm will be proposed which detect type 4. In this work, firstly, use an existing algorithm to detect clone. Secondly, we put some intensification in that algorithm to detect clone. Thirdly, we combine algorithm with type 4 to detect a clone in particular function.

By using type 4, the efficiency of clone detection is increased. Clone is detected in particular function, which is more accurate and more efficient in manner.
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I. INTRODUCTION

Software engineering means building, evolving and maintaining software systems. Software engineering means set of problem solving skills, techniques, technology and methods applied upon a variety of domains to evolve and create useful systems that solve many problems like practical problems. Software engineer handles software engineering projects that discover, create, build software and tells its behaviour [15].Software means a non-tangible device like documentation and computer programs and it is different from tangible hardware device. Software Engineering is the branch of computer science which applies engineering principles to create, operate, modify and maintain of software components [21]. Software engineers adopt an organized and systematically approach regarding their work using some techniques and tools depending upon the resources available and problem to be solved. System engineering is different from software engineering. System engineering means deployment, architectural design and integration where as software engineering is concern with development, quality and testing and control of the system.

The main goals of software engineering are as follows.
- To produce software of high quality having less cost.
- To achieve Correctability.
- To gain reliability.
- To improve efficiency.
- To produce the system under budget and on schedule.

A. Basic Activities of Software Engineering

The basic activities which are necessary to follow in software engineering are as follow:-
- Design of the product
- Implementation of the product
- Testing of the product.
- Integrates sub parts and test them as a whole.
- Maintenance of the system.

B. Software Cloning

Software clones are the regions of source code which are highly similar; these regions of similarity are called clones, clone classes, or clone pairs. While there are several reasons why two regions of code may be similar, the majority of the clone analysis literature attributes cloning activity to the intentional copying and duplication of code by programmers; clones may also be attributable to automatically generated code, or the constraints imposed by the use of a particular framework or library. In addition to these, some other issues, including programmer’s behaviour such as laziness and the tendency to repeat common solutions, technology limitations, code understand ability and external business forces have influences on code cloning. Cloning is the unnecessary duplication of data whether it is at design level or at coding level.

Cloning works at the cost of increasing lines of code without adding to overall productivity. Same software bugs and defects are replicated that reoccurs throughout the software at its evolving as well its maintenance phase. It results to excessive maintenance costs as well. So cut paste programming form of software reuse deceivingly raise the number of lines of code without expected reduction in maintenance costs associated with other forms of reuse. So, clones, is a promising way to reduce the maintenance cost in future.
Clone detection techniques play an important role in software evolution research where attributes of the same code entity are observed over multiple versions. The reasons why programmers duplicate code are:

- Making a copy of a code fragment is simpler and faster than writing the code from scratch. In addition, the fragment may already be tested so introduction of a bug seems less likely.
- Evaluating the performance of a programmer by the amount of code he or she produces gives a natural incentive for copying code.
- Efficiency considerations may make the cost of a procedure call or method invocation seems too high a price. In industrial software development contexts, time pressure together with first and second points lead to plenty of opportunities for code duplication.

According to the definition of cloning, there can be different notions of similarity. They can be based on lexical or syntactic structure or can be semantics, or functionality. They can even be similar if follow the same patterns, that is, the same building plan. Semantic similarity relates to the observable behavior. A piece of code, A, is similar to another piece of code, B, if B subsumes the functionality of A.

<table>
<thead>
<tr>
<th>Exact Code Clones</th>
<th>Renamed Code Clones</th>
</tr>
</thead>
<tbody>
<tr>
<td>if (a &gt; b) {</td>
<td>if (i &gt; j) {</td>
</tr>
<tr>
<td>b++;</td>
<td>j++;</td>
</tr>
<tr>
<td>a = 1;</td>
<td>i = 0;</td>
</tr>
<tr>
<td>}</td>
<td>}</td>
</tr>
</tbody>
</table>

(D) Types of Code Clones

There are basically four types of code clones. They are explained following:-

1) Type 1 (Exact clones): In Type I clones, a copied code fragment is the same as the original. These code clones are identical code clones with some modification in white space and comments. Type I is widely known as Exact clones.

Let us consider the following code fragment:

```
if (a >= b) {
    c = d + b; // Comment1
    d = d + 1;
} else
    c = d - a; //Comment2
```

An exact copy clone of this original copy could be as follows:

```
if (a >= b) {
    // Comment1'
    c = d + b;
    d = d + 1;
} else //Comment2'
    c = d - a;
```

We see that these two fragments are textually similar (even line-by-line) after removing the whitespace and comments. A typical line-by-line technique may fail to detect such clones that vary in layout.

2) Type 2 (Renamed/parameterized clones): A Type II clone is a code fragment that is the same as the original except for some possible variations about the corresponding names of user-defined identifiers (name of variables, constants, class, methods and so on), types, layout and comments.

Let us consider the following code fragment:

```
if (a >= b) {
```
c = d + b;  // Comment1
else
c = d - a;  //Comment2
A Type II clone for this fragment can be as follows:
if (m >= n)
{ // Comment1'
y = x + n;
x = x + 5; //Comment3
}
else
y = x - m; //Comment2'
We see that the two code segments change a lot in their shape, variable names and value assignments. However, the syntactic structure is still similar in both segments.

3) Type 3(Near Miss Clones): These code clones are copied fragments by changing, adding or removing statements.

Consider the original code segment:
if (a >= b) {
c = d + b; // Comment1
d = d + 1;}
else
c = d - a; //Comment2
If we now extend this code segment by adding a statement e = 1 then we can get,
if (a >= b) {
c = d + b; // Comment1
e = 1; // This statement is added
d = d + 1; }
else
c = d - a; //Comment2
This copied fragments with one statement inserted is called Type III code clone of the original with a gap of one statement inserted.

4) Type 4(Semantic Clones): These code clones are based on function similarity but they are different in syntax. These clones are termed as Type IV semantic clones. In this type of clones, the cloned fragment is not necessarily copied from the original. Two code fragments may be developed by two different programmers to implement the same kind of logic making the code fragments similar in their functionality. Functional similarity reflects the degree to which the components act alike. Let us consider the following code fragment 1, where the final value of 'j' is the factorial value of the variable VALUE.

Fragment 1:
int i, j=1;
for (i=1; i<=VALUE; i++)
j=j*i;
Now consider the following code fragment 2, which is actually a recursive function that calculates the factorial of its argument n.

Fragment 2:

II. CLONE TESTING
A code clone means similar or duplicate code in a source code or code that is created either by replication or some modifications. These cloned code needs high maintenance cost of software and also cause the code bloating. This is because when changes are performed on one clone, then the same action is performed on respected clone, this will increase the maintenance. These clones can also increase risk of faults in system. Past research conclude that around 7% to 23% of the source code in a software system contains code clone. There are number of techniques and tools to detect the code clones, but it is not effective to remove the clones. Because code clones are needed for software to function properly. So we can apply the principal of refactoring or modularity to improve the reusability and maintainability of software from clone code.

A. Clone detection techniques
There are basically 4 types, that are:- textual, lexical, syntactic and semantic.

1) Textual approach: In Textual approaches there is little need of normalization or transformation of code. In this, basically line to line comparison is done, which basically based on two types, one is simple line matching and other one is parameterized line matching. This technique is basically string based.

2) Lexical approach: In lexical technique we convert source code into tokens using lexical rules. These tokens are then compared.

3) Syntactic approach: In syntactic technique an abstract tree is generated. Using parser source code is converted into parse tree. Abstract tree is then processed either using tree matching or metric to find the clones.

4) Semantic approach: In this approach, a source code is represented as program dependency graph. Nodes represent the statements and expressions and edges represent control and data dependencies.

III. PROPOSED METHODOLOGY
This algorithm safely detects the function clones in the source code. In this algorithm ant colony technique is used to detect the function clones.
This algorithm is basically an enhanced version of the proposed algorithm.
If(file is distinct)
Begin
Initialization: i:=1, clone=0
while(i<=n)
if (Functions are distinct)
else
if(clone is distinct from any previously processed clone)
then
if(startNo_Clone has method parameters)
then
compose advice specification with parameter binding
Initialization: line:= startNo_Clone + 1
while(line<= endNo_Clone)
copy line to Aspect text area
line++
end while
else
compose advice specification without parameter binding
Initialization: line:= startNo_Clone + 1
while(line<= endNo_Clone)
copy line to Aspect text area
line++
end while
end if
else
i++
end while
Initialization: i=1
while(i<=n)
comment out clone from array full_File[ ][ ]
i++
end while
end begin

This algorithm is invoked after clones are detected by ant
colony optimization technique. The input of this algorithm is
file name, function names. In line 1, the algorithm is firstly
checking the file name. In line 3, the algorithm begins by
initializing the variables. In line 5 and 6 function name will
checked and then different types of clones will be checked.
If the function name is distinct then it will also check the
internal part of the function. From line 8-15, when clone is
detected in the line, then line number will be incremented by
1 and control will go to the next line. This procedure will
continue till the end of the function. From line 17-26, it starts
to find the function clone without parameter binding. From
line 27-32, it starts to save the information about the file in
the form of array.

IV. RESULTS
As illustrated in the Fig 2 interface is developed for clone
testing. The tool will test the efficiency of code cloned with
existing and with new algorithm for different lines of first
and second codes. Here we will firstly choose the lines
from first and second code from which we want to compare
and find the clones and then we can choose old as well as
new algorithm. The efficiency of clone testing with new
algorithm is always greater than the efficiency of clone
testing with old algorithm. The tool also provides the option
to reset the chosen lines. The tool also provides options that
draw bar graphs of corresponding efficiencies of clone
testing with new and old algorithms. We can also show the
graphical comparison of the efficiencies of code cloned
with both the algorithms with Graph option. The exit option
is used to exits the tool.

As illustrated in the Fig. 3, when Line 1 of first code and
the Line 1 second code are checked, the tool calculated that
7.7049% of the code is cloned with the old algorithm whereas
9.989% of the code is cloned with the new algorithm.
As illustrated in Fig. 4, the bar graph shows the comparison of efficiencies of code cloned with the old algorithm as well as with the new algorithm when the Line 1 of first code and Line 1 of the second code are checked and tool calculated that 7.7049% of the code is cloned with the old algorithm and 9.989% of the code is cloned with the new algorithm.

![Fig. 4: Efficiency Comparison between Old and New Algorithm](image)

VI. FUTURE SCOPE

In this work, the enhanced algorithm has proposed to detect function clones in source code. The further enhancement technique will detect clone line by line and will tell in which line, clone exist. It will also assign severity to the detected clones. The severity of the clones will provide better analysis in terms of code clone detection.
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