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Abstract-One of the common problems facing our web 
application user is the thorny issue of trust and security. The 
vast majority of consumers are concerned about the safety of 
their credit card and personal details. People simply don't 
trust the Web, fearing that their transactions might not be 
safe. Not only are consumers concerned, the prospect of online 
credit card fraud also has an adverse effect on potential online 
shoppers. Increased trust in the safety of online dealings has 
numerous benefits, of which increased revenue and 
profitability is the most important. There are real challenges– 
and significant opportunities – for  e- tailers  like you to 
deliver the same level of trust and personalization over the 
Internet as offered by real shops. This paper presents the 
critical role of authentication for web application and 
different types of authentication methods as well as the 
business benefits which flow from creating trust on the web 
application. 

Keywords:  role of Authentication, Authentication in web 
applications 

1. INTRODUCTION

Web browsers can connect to Web Logic Server over either 
a Hyper Text Transfer Protocol (HTTP) port or an HTTP 
with SSL (HTTPS) port. The benefits of using an HTTPS 
port versus an HTTP port are two-fold. With HTTPS 
connections:  

i. All communication on the network between the
Web browser and the server is
encrypted. None of the communication, including
the user name and password, is in clear text.

ii. As a minimum authentication requirement, the
server is required to present a digital certificate to
the Web browser client to prove its identity.

If the server is configured for two-way SSL authentication, 
both the server and client are required to present a digital 
certificate to each other to prove their identity.  

2. WEB AUTHENTICATION METHODS:
HYPER TEXT TRANSFER PROTOCOL AUTHENTICATION 
HTTP authentication is a method for the client to provide a 
username and a password when making a request. 
This is the simplest possible way to enforce access control 
as it doesn't require cookies, sessions or anything else. To 
use this, the client has to send the Authorization header 
along with every request it makes. The username and 
password are not encrypted, but constructed this way 

i. username and password are concatenated into a
single string: username: password

ii. this string is encoded with Base64

iii. the Basic keyword is put before this encoded value
Example for a user named rani with password sec 

The drawbacks of using HTTP Basic authentication 
i. The username and password are sent with every

request, potentially exposing them - even if sent
via a secure connection

ii. connected to SSL/TLS, if a website uses weak
encryption, or an attacker can break it, the
usernames and passwords will be exposed
immediately

iii. there is no way to log out the user using Basic
auth

iv. Expiration of credentials is not trivial - you have
to ask the user to change password to do so

 USER NAME AND PASSWORD AUTHENTICATION  
Web Logic Server performs user name and password 
authentication when users use a Web browser to connect to 
the server via the HTTP port. In this scenario, the browser 
and an instance of Web Logic Server interact in the 
following manner to authenticate a user  
1. A user invokes a Web Logic resource in Web Logic

Server by entering the URL for that resource in a Web
browser. The http URL contains the HTTP listen port,
for example, http://myserver:7001.

The Web server in Web Logic Server receives the 
request. 

2. The Web server determines whether the Web Logic
resource is protected by a security policy. If the Web
Logic resource is protected, the Web server uses the
established HTTP connection to request a user name
and password from the user.

3. When the user’s Web browser receives the request
from the Web server, it prompts the user for a user
name and password.

4. The Web browser sends the request to the Web server
again, along with the user name and password.

5. The Web server forwards the request to the Web server
plug-in. Web Logic Server provides the following
plug-ins for Web servers:
i. Apache-Web Logic Server plug-in

ii. Netscape Server Application Programming
Interface (NSAPI)

iii. Internet Information Server Application
Programming Interface (ISAPI)

iv. The Web server plug-in performs authentication
by sending the request, via the HTTP protocol, to
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Web Logic Server, along with the authentication 
data (user name and password) received from the 
user. 

6. Upon successful authentication, Web Logic Server 
proceeds to determine whether the user is authorized to 
access the Web Logic resource.  

7. Before invoking a method on the Web Logic resource, 
the Web Logic Server instance performs a security 
authorization check. During this check, the server 
security extracts the user’s credentials from the 
security context, determines the user’s security role, 
compares the user’s security role to the security policy 
for the requested WebLogic resource, and verifies that 
the user is authorized to invoke the method on the 
WebLogic resource. 

8. If authorization succeeds, the server fulfills the request. 
Figure 1 Secure Login for Web Browsers 

 
 
The drawbacks of using username/password 
Authentication: 

i. Password data stores as a weak point 
ii. Passwords should be reset early and often 

iii. Good passwords can be hard to 
remember 

 
COOKIES 
When a server receives an HTTP request in the response, it 
can send a Set-Cookie header. The browser puts it into a 
cookie jar, and the cookie will be sent along with every 
request made to the same origin in the Cookie HTTP 
header. 
To use cookies for authentication purposes, there are a few 
key principles that one must follow. 
 
Always use Http Only cookies 
To mitigate the possibility of XSS attacks always use the 
Http Only flag when setting cookies. This way they won't 
show up in document cookies. 
 
Always use signed cookies 
With signed cookies, a server can tell if a cookie was 
modified by the client. 
The drawbacks of using Cookie Authentication: 

i. Need to make extra effort to mitigate CSRF 
attacks 

ii. Incompatibility with REST - as it introduces a 
state into a stateless protocol 

TOKENS 
Nowadays JWT (JSON Web Token) is everywhere - still it 
is worth taking a look on potential security issues. 
First let's see what JWT is! 
JWT consists of three parts:  

i. Header, containing the type of the token and the 
hashing algorithm 

ii. Payload, containing the claims 
iii. Signature, which can be calculated as follows if 

you chose HMAC SHA256: HMACSHA256( 
base64UrlEncode(header) + "." + 
base64UrlEncode(payload), secret) 

iv. The drawbacks of using Tokens Authentication: 
v. Need to make extra effort to mitigate XSS attacks 

DIGITAL SIGNATURES 
Either using cookies or tokens, if the transport layer for 
whatever reason gets exposed your credentials are easy to 
access - and with a token or cookie the attacker can act like 
the real user. 
A possible way to solve this - at least when we are talking 
about APIs and not the browser is to sign each request. 
How does that work? 
When a consumer of an API makes a request it has to sign 
it, meaning it has to create a hash from the entire request 
using a private key. For that hash calculation you may use: 
 

i. HTTP method 
ii. Path of the request 

iii. HTTP headers 
iv. Checksum of the HTTP payload 
v. and a private key to create the hash 

To make it work, both the consumer of the API and the 
provider have to have the same private key. Once you have 
the signature, you have to add it to the request, either in 
query strings or HTTP headers. Also, a date should be 
added as well, so you can define an expiration date. 
The drawback of using Signature Authentication: 

i. cannot use in the browser / client, only between 
API 

ONE-TIME PASSWORDS 
One-Time passwords algorithms generate a one-time 
password with a shared secret and either the current time or 
a counter: 

i. Time-based One-time Password Algorithm, based 
on the current time, 

ii. HMAC-based One-time Password Algorithm, 
based on a counter. 

These methods are used in applications that leverage two-
factor authentication: a user enters the username and 
password then both the server and the client generates a 
one-time password .implementing this using not p is 
relatively easy. 
The drawbacks of using One Time Password 
Authentication: 

i. with the shared-secret (if stolen) user tokens can 
be emulated 

ii. because clients can be stolen / go wrong every 
real-time application have methods to bypass this, 
like an email reset that adds additional attack 
vectors to the application 
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CONCLUSION 

To achieve this confidentiality, authentication of web is 
necessary. Many schemes proposed on authentication and 
some of the significant ones are discussed in this paper. 
While most authentication schemes are focus only on the 
security while other major compelling challenges for 
authentication is to provide proper scalability. It is 
therefore essential from the literature that an effective 
implicit authentication method which minimizes the 
computation cost and verification and eliminates the need 
of shared key if you have to support a web application only, 
either cookies or tokens are fine - for cookies think about 
XSRF, for JWT take care of XSS.If you have to support 
both a web application and a mobile client, go with an API 
that supports token-based authentication. If you are 
building APIs that communicate with each other, go with 
request signing. 
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