
Resource Oriented Architecture: A New Approach with 
REST and Graph Database 

Jagadeesh Hanumantegowda BE,MS  
Chief Technology Officer, FireFlink Pvt Ltd 

IndiQube South Mile, Basavanagudi,  Bangalore, Karnatka, India 
h.jagadeesh@gmail.com  

Abstract — The amount of data that’s being created and stored 
on a global level is growing exponentially. Now with Machine-
to-Machine communication and Internet of things, the amount of 
data generated and shared across different devices and 
applications over the network is huge. The essence of this paper 
is to show that Graph Database can be applied in prominent for 
capturing and processing data generated in Machine-to-Machine 
communication or Internet of things applications, thereby 
allowing the system architecture to adhere to Resource Oriented 
Architecture and hence supporting the unstructured and semi 
structured data to be exposed as resource to other applications in 
the distributed environment. Most of these machines generated 
data being either unstructured or semi structured, It is highly 
impossible to store and process this data in traditional RDBMS 
and also it requires efficient real time data collection and faster 
execution techniques to meet the most of the real world Machine 
to Machine and Internet of Things use cases. Once the data is 
collected and stored we need modern techniques to query and 
filter in order to cater to different application requirement hence 
making it complicated to achieve Resource Oriented Architecture 
in a distributed environment when involving unstructured and 
semi structured data.   

Index Terms—ROA, Big Data, REST, Graph Database 

INTRODUCTION 
With semi structured and unstructured data becoming more 
and more prominent in all applications, middleware 
software in n-tier architecture has to take huge load of data 
manipulation before being exposed over REST interface. 
This data manipulation is straightforward when the data is 
stored in traditional RDBMS. This is because we can query 
and filter the data at the data base level leaving very little 
to middleware. Conventional query techniques are not 
readily available due to loosely defined schema of semi 
structured data.   With XML and JSON becoming new 
standard for data exchange there has been an increased 
volume of data which needs to be queried. This has resulted 
in number of new techniques for storing and processing 
queries that result in XML or JSON format.  

 The complex nature of the semi structured data 
and the corresponding query processing makes query 
evaluation very hard. In order to store such data, we can 
decompose the data into different nodes and the 
relationship between the nodes in a a graph pattern. In 
traditional databases relationships are built at query time, 
hence resulting in expensive query processing. This should 
be replaced by a database which stores relationships also 
as a core data component. This will improve the processing 
of those already persistent relationships in a more efficient 

way. Since the relationships are also persisted, query time 
is a constant-time operation. 

ROA: A LIGHTWEIGHT APPROACH 
From a programming point of view, REST is a lightweight 
alternative to Web Services and RPC.  Retaining this 
simple architectural design while exposing a semi 
structured data is a new challenge. Below key components 
of a REST architecture should be intact. 

• Resources, which are identified by standard URLs.
State and Functionality both are represented using
resources. The URLs imply that the resources
are universally addressable by other parts of the
application or other applications. Resources are the key
element of a true ROA design, and the resource should
contain all the required information about the state of the
object it is representing.

• Hypermedia as the Engine of Application State,
meaning that a single resource should not be very large and
contain too fine-grained details. Whenever relevant, a
resource should contain links to additional information --
just as in web pages. Below is a small example HTTP
response which adhere to Hypermedia as the Engine of
Application State

HTTP/1.1 200 OK
Content-Type: application/xml
Content-Length: ...
<?xml version="1.0"?>
<account>
<account_number>12345</account_number>
<balance currency="usd">100.00</balance>
<link rel="deposit"

href="http://somebank.org/account/12345/deposit" />
<link rel="withdraw"
href="http://somebank.org/account/12345/withdraw" />
<link rel="transfer"
href="http://somebank.org/account/12345/transfer" />
<link rel="close"
href="http://somebank.org/account/12345/close" />
</account>

The system will be a client-server model, but of course one
component's server can be another component's client the
interaction is stateless (although the servers and resources
can of course be stateful). Each new request should carry
all the information required to complete a request, and must
not rely on previous request with the same client.
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Resources should be cacheable whenever possible The 
protocol must allow the server to explicitly specify which 
resources may be cached, and for how long. Since HTTP is 
universally used as the REST protocol, the HTTP cache-
control headers can be used for this purpose. Clients must 
adhere to the server's cache specification for each resource.  
Additional servers can be used as part of the architecture, 
to improve performance and scalability. 
 

GRAPH DATABASE: STOREING  SEMI STRUCTURED 
DATA 

Graph database is designed to model and navigate data, 
with extremely high performance with connected nodes 
and relationships.  Graph database contains connected 
entities and relationships. Entities can hold any number of 
attributes (key-value-pairs). Nodes can be tagged with 
labels representing their different roles. Each label is like a 
new table in traditional database. A node as such represents 
row and the attributes in the node are analogous to 
columns.  
Relationships provide relevant connections between two 
entities. Each relationship always has a direction, a type, 
a start node, and an end       node. Like nodes, relationships 
can have any attributes. Two nodes can share any number 
or type of relationships and they are directed. All 
relationships can always be navigated regardless of 
direction.  There should not be any broken links in graph 
database. This is because a relationship always has a start 
and end node. Deleting a node without also deleting its 
associated relationships is prohibited. And an existing 
relationship will never point to a non-existing endpoint. 
 

 
Figure 1 Graph Database Example 

 
REST API TO GET DATA FROM GRAPH DATBASE 

Easiest way to interact with Graph Database is by using 
REST endpoints on the data that is being exposed by Graph 
Database. This is not possible on the fly. There has to be a 
separate wrapper on Graph Database which can act as 
persistence service in order to expose data on REST end 
points. Graph Database transactional endpoint can execute 
db query commands within the scope of a transaction. The 
transaction can be kept open across multiple REST 
requests, until the client chooses to commit or roll back. 
Each REST request can  include multiple statements, and 

can include statements along with a request to begin or 
commit a transaction. REST API also supports 
authorization and authentication. When authorization and 
authentication  is enabled, requests to the REST API must 
be authorized using the username and password of a valid 
user. All responses from the REST API can be transmitted 
as JSON, resulting in better performance and lower 
memory overhead on the server side. Relationships are also 
direst resources in Graph Database REST API. Each 
relationship can be accessed either as a stand-alone or 
through the nodes it is attached to. The node intensity is the 
number of relationships associated with a node. Graph 
database can store the intensity for each node, making this 
a useful mechanism to quickly get the number of 
relationships a node has. It is also possible to filter intensity 
by direction and/or relationship type. 
 
Below request and response shows how REST API can be 
used to get all relationships. 

REQUEST: 
GET http://localhost:port/db/data/node/{nodeid}/relations
hips/all 
Accept: application/json; charset=UTF-8 
 

RESPONSE: 
[ { 

"start" : "http://localhost:port/db/data/node/{id1}", 
   "data" : { }, 
"self" : "http://localhost:port/db/data/relationship/{id1}", 

 "property" : 
"http://localhost:port/db/data/relationship/{id1}/properties
/{key}", 
"properties" : 
"http://localhost:port/db/data/relationship/{id1}/properties
", 
   "type" : "HATES", 
   "extensions" : { }, 
"end" : "http://localhost:port/db/data/node/{id1}", 

  "metadata" : {  
     "id" : {id1}, 
     "type" : "HATES" 

  }, 
{ 

"start" : "http://localhost:port/db/data/node/{id2}", 
   "data" : { }, 
"self" : "http://localhost:port/db/data/relationship/{id2}", 

 "property" : 
"http://localhost:port/db/data/relationship/{id2}/properties
/{key}", 
"properties" : 
"http://localhost:port/db/data/relationship/{id2}/properties
", 
   "type" : "HATES", 
   "extensions" : { }, 
"end" : "http://localhost:port/db/data/node/{id2}", 

  "metadata" : { 
     "id" : {id2}, 
     "type" : "HATES" 

  } 
  ] 
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Schema is optional in graph database. But is possible to 
introduce schema in order to gain performance or modeling 
benefits. Graph database also supports indexing. Simple 
example request and response to create an index using 
REST API is as shown below. 

 
REQUEST: 

POST http://localhost:port/db/data/schema/index/label_1 
Accept: application/json; charset=UTF-8 
Content-Type: application/json 

{ 
"property_keys" : [ "property_1" ] 

} 
 
RESPONSE: 

200: OK 
Content-Type: application/json; charset=UTF-8 
 
{ 
  "label" : "label_1", 
  "property_keys" : [ "property_1" ] 
} 
 
In Graph Database traversals are performed from a start 
node. The traversal is controlled by the URI and the body 
sent with the request.  In order to decide how the graph 
should be traversed, some parameter can be sent in the 
request body. To progress to the subsequent page of 
traversal results, the client can issue a HTTP GET request 
on the paged traversal URI which causes the traversal to 
fill the next page. If the queried data is too large to return 
over HTTP protocol, index and offset can be still used as 
parameter and pagination can be achieved. 

 
CONCLUSION 

REST along with Graph Database can significantly change 
the design approach of the Resource Oriented Architecture. 
This in particular will be very effective when the 
underlying resources are derived from semi structured or 
unstructured data. Having a persistence service wrapper on 
top of Graph Database will allow applications to directly 
expose semi and unstructured data in XML or JSON format 
to other applications in distributed environment through 
REST APIs. Storing semi structured or unstructured data 
in Graph Database also has an advantage of having 
relationships defined well in advance while storing the data 
hence REST API can also expose the relationships. 
This approach of having Graph Database in backend and 
REST APIs in the north bound with a very generic 
persistence service wrapper can make the middleware layer 
in an n-tier architecture a pass through layer and bring a 
whole new outlook to Resource Oriented Architecture even 
when the underlying resources are stored in the Graph 
Database from semi structured or unstructured data. Hence 
REST along with Graph Database will bring a new 

approach to the way Resource Oriented Architecture is 
achived. 
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